**Background:**

In this assignment you will design and implement several voting rules. In a voting setting, we have a set of n agents and a set of m alternatives. Every agent has a preference ordering ≻ where α≻β means that the agent prefers alternative α to alternative β. A preference profile is a set of n preference orderings, one for every agent.

For example, if we have a voting setting with 3 agents and 4 alternatives, one possible preference profile could be the following:

Agent 1: α≻γ≻β≻δ  
Agent 2: α≻β≻δ≻γ  
Agent 3: γ≻β≻α≻δ  
Agent 4: β≻α≻δ≻γ

A ***voting rule*** is a function that takes as input the preferences of a set of agents and outputs a winning alternative.

Consider the following voting rules:

**Voting Rules:**

***Dictatorship:***  
An agent is selected, and the winner is the alternative that this agent ranks first. For example, if the preference ordering of the selected agent is α≻γ≻β≻δ, then the winner is alternative α.

***Plurality:***The winner is the alternative that appears the most times in the first position of the agents' preference orderings. **In the case of a tie, use a tie-breaking rule to select a single winner.**

***Veto:***Every agent assigns 0 points to the alternative that they rank in the last place of their preference orderings, and 1 point to every other alternative. The winner is the alternative with the most number of points. **In the case of a tie, use a tie-breaking rule to select a single winner.**

***Borda:***  
Every agent assigns a score of 0 to the their least-preferred alternative (the one at the bottom of the preference ranking), a score of 1 to the second least-preferred alternative, ... , and a score of m−1 to their favourite alternative. In other words, the alternative ranked at position j receives a score of m−j. The winner is the alternative with the highest score. **In the case of a tie, use a tie-breaking rule to select a single winner.**

**Harmonic:**Every agent assigns a score of 1m to the their least-preferred alternative (the one at the bottom of the preference ranking), a score of 1m−1 to the second least-preferred alternative, ... , and a score of 1 to their favourite alternative. In other words, the alternative ranked at position j receives a score of 1j. **The winner is the alternative with the highest score. In the case of a tie, use a tie-breaking rule to select a single winner.**

***Single Transferable Vote (STV):***  
The voting rule works in rounds. In each round, the alternatives that appear the least frequently in the first position of agents' rankings are removed, and the process is repeated. When the final set of alternatives is removed (one or possibly more), then this last set is the set of possible winners. ***If there are more than one***, **a tie-breaking rule is used to select a single winner.**

Example:  
  
Consider the preference profile of the example above. In the first round alternative (\delta is removed\) and we get the following new preference profile:  
  
Agent 1: α≻γ≻β  
Agent 2: α≻β≻γ  
Agent 3: γ≻β≻α  
Agent 4: β≻α≻γ

In the second round, both γ and β are removed. In the third round, α is removed, and α is the winner.

**Tie-Breaking Rules:**

We will consider the following three tie-breaking rules. Here, we assume that the alternatives are represented by integers.

* ***max***: Among the possible winning alternatives, select the one with the highest number.
* ***min***: Among the possible winning alternatives, select the one with the lowest number.
* ***agent***i: Among the possible winning alternatives, select the one that agent i ranks the highest in his/her preference ordering.

**Objective:**

**Task 1:**Implement a function called **generatePreferences(values)** which inputs a set of numerical values that the agents have for the different alternatives and outputs a preference profile.  
In particular:

* The input **values** to the **generatePreferences** function is a worksheet corresponding to an xlsx file. The rows of the file correspond to agents and the columns correspond to alternatives. The value of a cell i,j is a numerical value that signifies how happy the agent would be if that alternative were to be selected. We refer to that value as the *valuation*of the agent. An example of such a worksheet is the following:

|  |  |  |  |
| --- | --- | --- | --- |
| 0.296178 | 0.434362 | 0.033033 | 0.758968 |
| 0.559323 | 0.455792 | 0.770423 | 0.770423 |
| 0.59096 | 0.51958 | 0.731606 | 0.767473 |
| 0.555108 | 0.344285 | 0.543484 | 0.396021 |
| 0.836279 | 0.950928 | 0.871996 | 0.852851 |
| 0.793427 | 1.509148 | 0.700621 | 0.659306 |

* Here for example, the value of agent 5 for alternative 2 is 0.950928. [You can also access the same table as an .xlsx file here.](https://liverpool.instructure.com/courses/46744/files/6626076?wrap=1)[Download You can also access the same table as an .xlsx file here.](https://liverpool.instructure.com/courses/46744/files/6626076/download?download_frd=1)
* The output (the return) of the **generatePreferences** function is a dictionary where the keys {1,2,…,n} are the agents and the values are***lists***that correspond to the preference orderings of those agents. In particular, a value is a list of numbers [x, y , z, ... ] denoting that the agent prefers x to y, y to z and so on. These lists have to be ***consistent*** with the valuations that are given as input in the following sense:
  + If the valuation of an agent for alternative j is larger than the valuation for alternative k, then j should appear before k in the list.
  + If the valuation of an agent for alternative j is the same as the valuation for alternative k, then j should appear before k in the list if j>k, and otherwise k should appear before j in the list. In other words, in case of ties in the numerical values, alternatives with larger indices are considered to be more preferred by the agent.
  + For the table above, the corresponding dictionary would then be:   
    {  
    1: [4, 2, 1, 3],  
    2: [4, 3, 1, 2],  
    3: [4, 3, 1, 2],
  + 4: [1, 3, 4, 2],  
    5: [2, 3, 4, 1],  
    6: [2, 1, 3, 4]  
    }

**Task 2:**Implement the following functions:

***dictatorship(preferenceProfile, agent) -> int***  
The function should input a preference profile represented by a dictionary as described above and an integer corresponding to an agent. The return of the function should be the winner according to the Dictatorship rule described above. The function should include error handling in case the inputted integer does not correspond to an agent (but not necessarily if it is not an integer).

***scoringRule(preferences, scoreVector, tieBreak): -> int***

The function should input

* a preference profile represented by a dictionary as described above.
* a score vector of length m, i.e., equal to the number of alternatives, i.e., a list of length m containing positive floating numbers.
* an option for the tie-breaking among possible winners (see section "Tie-Breaking" below).

For every agent, the function assigns the highest score in the scoring vector to the most preferred alternative of the agent, the second highest score to the second most preferred alternative of the agent and so on, and the lowest score to the least preferred alternative of the agent. In the end, it returns the alternative with the highest total score, using the tie-breaking option to distinguish between alternatives with the same score.

The function should contain error-handling code for the case when the length of the scoring vector is not m. In that case, the message "Incorrect input" should be printed and the function should return False.

***plurality (preferences, tieBreak) -> int***

The function should input

* a preference profile represented by a dictionary as described above.
* an option for the tie-breaking among possible winners (see section "Tie-Breaking" below).

The function should return the winner of the Plurality rule as described above, using the tie-breaking option to distinguish between possible winners.

***veto (preferences, tieBreak) -> int***

The function should input

* a preference profile represented by a dictionary as described above.
* an option for the tie-breaking among possible winners (see section "Tie-Breaking" below).

The function should return the winner of the Veto rule as described above, using the tie-breaking option to distinguish between possible winners.

***borda (preferences, tieBreak) -> int***

The function should input

* a preference profile represented by a dictionary as described above.
* an option for the tie-breaking among possible winners (see section "Tie-Breaking" below).

The function should return the winner of the Borda rule as described above, using the tie-breaking option to distinguish between possible winners.

***harmonic (preferences, tieBreak) -> int***

The function should input

* a preference profile represented by a dictionary as described above.
* an option for the tie-breaking among possible winners (see section "Tie-Breaking" below).

The function should return the winner of the Harmonic rule as described above, using the tie-breaking option to distinguish between possible winners.

***STV (preferences, tieBreak) -> int***

The function should input

* a preference profile represented by a dictionary as described above.
* an option for the tie-breaking among possible winners (see section "Tie-Breaking" below).

The function should return the winner of the Single Transferable Vote rule as described above, using the tie-breaking option to distinguish between possible winners.

***rangeVoting (values, tieBreak) -> int***

The function should input

* a worksheet corresponding to an xlsx file, see **Task 1** for the details.
* an option for the tie-breaking among possible winners (see section "Tie-Breaking" below).

The function should return the alternative that has the maximum sum of valuations, i.e., the maximum sum of numerical values in the xlsx file, using the tie-breaking option to distinguish between possible winners.

**Tie-breaking:**For the ***tieBreak*** input of these functions, the possible options are the following:

* ***tieBreak = "max".***In that case the max tie-breaking rule should be applied (see above).
* ***tieBreak = "min".***In that case the min tie-breaking rule should be applied (see above).
* ***tieBreak*is an integer between**1**and**n: In that case the *agent*irule should be applied, with i being the inputted integer (see above). The function should include error handling in case the inputted integer does not correspond to an agent.